Ch. 14 – Strings with stringR Package

# **Introduction and Basics:**

* we have already seen that base R contains many functions to work w/ strings
* however, we try to avoid them because they can be inconsistent and therefore hard to remember
  + instead we focus on **stringr functions**
* **stringr is not part of the tidyverse, because you don’t always have textual data   
  🡪 we need to load it explicitly**
* focus will be on regular expressions (**abbr. regex**):
  + regular expressions are a very powerful tool to check and filter string data and extract information from raw text
  + **regular expressions are a concise langugae for describing patterns** in desirable text and, subsequently, extracting the latter
  + basically, a regular expression is a pattern describing a certain amount of text
  + **the hard part of any regular expression is to find the pattern in a text**
  + once we get it, we can ‘open the door’ and extract as much information from the messy text as we want
  + a “match” is the piece of text, or sequence of bytes or characters, that the pattern was found to correspond to by the regex processing software (in our case R)

# Basics functions applicable to strings (basic str\_\* functions)

|  |  |  |
| --- | --- | --- |
| **Clause** | **Operation/ performance / purpose** | **Example** |
| * str\_\*: there are several stringR functions that can be applied to strings * use autocomplete function to see complete list | | |
| str\_length | * counts the number of characters in a string, incl. spaces * ***base R equivalent: nchar()*** |  |
| str\_c | * base R equivalent: paste(), except that the latter uses ws as default separator and str\_c() does not * to combine two or more character strings  > str\_c(“<string1>”, “<string2>”…) * note I: str\_c is vectorized,   + i.e. it combines each element of the character vector with the other strings   + that does not mean that we can combine the diff. elements of a character **vector itself**      * to collapse a vector of strings into a single string (= a character vector of length 1) w/ a specific separator use collapse = * **I can either insert separating string in one of the character strings or use sep = argument to control how they are separated** * objects of length 0 (e.g. FALSE) are silently dropped * this is especially useful in conjunction w/ if statement * like with most functions in R, NA values are contagious [ansteckend] 🡪 str\_c will result into NA if one entry is NA | * note: stringR combines them w/out inserting ws by default   **str\_c is a vectorized function:**     * note: R automatically recycles shorter vectors (in this case “prefix” and “suffix”) for vectors of greater length (in this case concatenated vector)   **we cannot combine elements of character vector itself with only str\_c**    **collapse= argument**   * **to collapse a vector of strings into a single string/combine elements of a character vector** > str\_c(<vector of strings>, collapse =”<separator>”)   + note: don’t confuse collapse argument with sep argument   + the latter provides only the separator for the combination of different strings, not elements of a character vector     strings  character vector  **sep argument**    **objects of length 0 are silently dropped**      **NAs are contagious** |
| str\_replace\_na | * as already been noted, like with most functions in R, NA values are contagious [ansteckend] * that means that as soon R detects NA, no subsequent operations follow * in order to avoid this we can use  > str\_replace\_na * note: does only work when combining two character vectors, not when combining character strings within one vector | * note: w/out str\_replace\_na, R only combines first element of character vector x |
| str\_sub | * subsetting a character vector * note I: negative index numbers count backwards from end * note II: if end index is out of range, stringR will just return as much as possible | General syntax:  > str\_sub(<string/vector of string>, <start by character index>, <end by character index>)    **works character-wise**    **negative index numbers**    **end index out of rage** |
| str\_to\_lower   * ***base R equivalent: tolower*** | * change text to lower case * is very useful in conjunction w/ str\_sub 🡪 one can change letters of a specific part of the string | * note: we have to assign the lower letters of the first letters, also only to the first letters, not to the whole vector 🡪 otherwise we overwrite the vector with the subset provided by str\_sub: |
| str\_to\_upper  or str\_to\_title   * ***base R equivalent: toupper*** | * change text to upper case * same as w/ str\_to\_lower very useful in conjunction w/ str\_sub |  |
| str\_sort | * sorts strings alphabetically |  |
| str\_dup | * duplicate and concatenate strings within a character vector | > str\_dup(<input character vector>, <times>)   * times: number of times to duplicate each string |

# **Matching strings with regular expression – Basics for regular expressions**

* **regular expressions provide a set of symbols to represent patterns**
* **Learnings:**
* instead of creating one long and complex regular expression, it is better to create a series of simpler ones
* supplementary symbols like +, \* or ? **always refer to the string or symbol before them in the regex**; e.g. .+ means: any character, occurring min. 1 time
* matches never overlap: e.g.
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* regex for “any word”: [^ ]+ (i.e. no ws, for min 1 time)

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Clause** | | | **Operation / performance /purpose** | **Syntax and examples** | |
| str\_view()  baseR equivalent: | | | **shows** the **first match in viewer** | General syntax:  str\_view(<character vector>,“<regexp>”)    you can see the interim result of the match in the Viewer Pane: | |
| str\_view (<character vector>,“<.regexp.>”) | | | **shows** **all matches in viewer** |  | |
|  | | |  |  | |
| **Symbol** | **String representation** | | |
| **Anchors** | * can be used to “anchor” the regex match at a certain position | | |
| **^ [caret]** | * is used to match the start of a string | | |
| **$** | * is used to match the end of a string | | |
| **combine “^<string>” and “$ <string>”** | * to force a regular expression to only match a specific complete string 🡪 nothing more and nothing less       see in contrast: | | |
| * **note I: ^ and $ avoid partial matching (which is the default of regular expressions otherwise)**   + partial matching means, if any part of the pattern matches the text, the whole text is considered to match the pattern | | | |
| **\b** | * represents and matches word boundaries = the transitions between a word characters (i.e. letters, digits and underscore) and a non-word character (e.g. whitespace) | | |
| **\w** | * represents and matches a **word** **character (i.e. a letter)** | | |
| **\w+** | * symbol represents **and matches one or more consecutive word characters (i.e. a string) [see repititions]** | | |
| **\s** | * symbol represents and matches a **whitespace** character (e.g. space, tab, newline) | | |
| **\d** | * symbol represents and matches any **digit** character | | |
| **\d+** | * symbol represents and matches **one or more consecutive digit characters [see repititions]** | | |
| * note: to create the regular expressions **\\* we have to state \\\* in the string representation** * this is due to \ has already the built-in functionality of being an escape character * hence, we need to “escape the escape” by using \\\* to create \\* as a regular expression | | | |
| **:** | * **symbol represents and matches exactly the symbol occuring after a word** | | |
| **.** | * **represents and matches any character** | | |
| **“\\.”** | * allows one to represent and match . in literal sense in regexp * reason why we have to use double \ is the following:   + in regexp the dot already has a built-in functionality as representing any character   + so we need to escape this functionality by using backlash, same as we do with strings (e.g. \”)   + but exactly the last point poses a problem: \. could be interpreted as a representation of an escape in the string as well; this is exactly how R interprets \.:   + so to not merely represent the escaping in strings, but to actually create an escape for the regular expression (built-in functionality of .), we have to use \\ | | |
| **\\\\** | * allows one to use \ in a literal sense in regexp * argumentation:   + if we would want to use \ in strings, we would code \\, to escape the built-in functionality of \   + furthermore, in regexp, \ is already used to introduce regexp   + if we want to represent \, we actually represent \\, which would make \\\ and to escape the build-in functionality of \ in regexp, we need four times backlashes | | |
| **Character class** | * with a character class, also called a character set, you can tell the regex engine to match only one out of several characters * the characters one wants to be matched are put into square brackets | | |
| **[xyz...]** | * symbol represents and macthes **x, y or z** * can be done with infinite amount of random letters * beachte die Reihenfolge in denen die Buchstaben in der Klammer genannt werden spielt **keine Rolle** | | |
| **[^abc…]** | * ***negated character class*** * symbol represents and matches anything except a, b or c * can be done with infinite amount of random letter   e.g. negated character class to find words containing only consonants:     * note also: we add the + sign here, as R then searches throughout the whole string and does not output TRUE as soon as it has found one match | | |
| **Alternatives to character class and negated character class** |  | | |
| **!** | e.g. find words containing only consonants | | |
| **use of logical operator OR |** | * can be handy if one wants to consider e.g. singular and plurar, British and American English etc. * e.g. abc | d..f will represent and match ‘abc’ **or** a string like ‘dewf’     a more complex example:   * **note: use parentheses to make the OR expression a little clearer to see** | | |
| **Repetitions** | * controlling how many times a pattern matches | | |
| **?** | * pattern matches **0 or 1 times / at most 1 times** * note I: does **“partial matching**”:       **? and [xyz]**       * note II: R takes the first match and stops when condition “pattern matches at most 1 times” is not fulfilled anymore | | |
| **\*** | * pattern matches **at least 0 times** * note: R takes the first match it finds here and stops match search after that   **\* and [xyz]**    🡪 R stops match search after the first C it finds, as the criterion of “pattern matches at least 0 times” is already fulfilled | | |
| **+** | * pattern matches **at least 1 times** * note I: does partial matching:       **+ and [xyz]**           * note II: R outputs every match it finds | | |
| * **note: ?, + and \* are used as supplements after a symbol or string; to make it clearer to which characters they apply use parentheses** * e.g. banan(a)+ | | | |
| **{n}** | * pattern matches exactly n times | | |
| **{n, }** | * pattern matches n or more times | | |
| **{n,m}** | * pattern matches at least n and at most m times | | |
| * by default {n, } and {n,m} will match the longest string possible * one can change this default so that they will match the smallest string possible by adding **? 🡪 R will then only consider the min requirements**       this also holds for **+** | | | |

# Matching strings with regular expressions – Tools

|  |  |  |
| --- | --- | --- |
| **Clause** | **Operation / Performance / Purpose** | **Syntax and Example** |
| str\_detect() | * simply used to detect whether a **character vector** matches a pattern * **returns a logical vector** | > str\_detect(<character vector>, “<regular expression>”)    remember from dplyr: **logical vectors are useful in conjunction with aggregation functions like sum or mean**:    **str\_detect and logical subsetting:** |
| str\_subset() | * alternative to logical subsetting w/ str\_detect | > str\_subset(<input vector>, <regex>)   * input vector: Either a character vector, or something coercible to one * output: character vector |
| str\_detect & filter | * most of the times we will have text in one column of a data frame **(hence, character vector is a column in df)** * thus, **we want to use dplyr’s filter instead** | > df %>% filter(str\_detect(<column in df containing the text>, <regex>) |
| str\_count | * detects **how many** matches there are in a character vector, instead of if it has a match in general (as str\_detect does) | **str\_count vs. str\_detect**    **str\_count and mutate** |
| str\_extract | * extracts **first** matches between pattern and elements of character vector | > str\_extract(<input vector>, <regex>)   * input vector: character vector or vector coercible to character vector * output of str\_extract will be a **character vector** containing all **first** matches * note: str\_extract only extracts the first matches it finds in each character vector element |
| str\_extract\_all | * extracts **all matches** between pattern and elements of character vector | > str\_extract\_all(<input vector>, <regex>, [ggf.] simplify = TRUE)   * input vector: character vector or vector coercible to character vector * output of str\_extract will be a **list** containing **all** matches * note: if one adds simplify = TRUE, R will output a matrix with all matches,  in which it expands short matches to the same length as the longest |
| **Grouped matches** | |  |
| () | * to determine a group | * marking specific groups in regex, allows one to later on to view/subset(extract those parts separately * e.g. regex with 2 groups marked: |
| str\_subset and () |  | * output: character vector containing the whole elements matching both groups |
| str\_extract and () |  | * output: character vector containing only the strings matching both groups; the matches for each character vector element are presented in one element again: |
| str\_match and () | * for grouped matches | * output: matrix containing only the strings matching both groups   + matrix will always contain several columns:     - strings matching all groups as one element,     - + as many more columns as we have groups: containing the string matches with a single group * for more details see baseR character vectors |
| str\_match\_all and () |  | * str\_match only outputs the first matches it finds for each character vector element * if you want to find all matches for each character vector element, use str\_match\_all * **output: list** |
| alternative: tidyr’s extract function | * if data is in tibble it is often easier to use extract() function | * it generally works like str\_match * but it requires to name the matches, which are then placed in new columns of the old tibble * > extract (<data frame>, <col>, <regex>, remove = FALSE) * col: column name(s); if multiple names: concatenate as usual * remove: if remove is = TRUE, the input character vector from which matches are taken, will no longer be part of the new tibble |
| **Replacing matches** | |  |
| str\_replace | * replace matches with ne strings | > str\_replace(<input vector>, <regex>, <replacement>)   * input vector: character vector or vector coercible to character vector * output: character vector * note: will only replace the first match |
| str\_replace\_all |  | > str\_replace\_all(<input vector>, <regex>, <replacement>)   * input vector: character vector or vector coercible to character vector * output: character vector * will replace all matches it finds     **multiple replacements at once by supplying a vector**   * only possible w/ str\_replace\_all * note: all elements of the supplied vector are applied to all elements in original character vector      * here every digit gets replaced by 0, followed by any character being replaced by b; furthermore, every e is replaced by “two”   as usual one can define the replacement vector separately:    **flip the order with \\:**     * **here the order of the second and third match is reversed** |
| **Splitting** | |  |
| str\_split |  | > str\_split(<input vector>, <regex as separator>, n=<number of pieces>, simplify = FALSE)   * input vector: character vector or vector coercible to character vector * n: determines the maximum number of splits per element of character vector   + by default n = infinite * simplify:   + if TRUE: output is a list of character vectors   + if FALSE: output is a character matrix * note: the separator will not be displayed anymore in the output   **with simplify = FALSE vs. simplify = TRUE**    **with maximum number of splits:**     * note: as soon as n is reached elements of character vector are not getting split anymore |
| str\_locate  and  str\_locate\_all | * give starting and ending position (index) of each match * particularly useful, when none of the patterns applied do what one wants | > str\_locate(<input vector>, <regex>)  > str\_locate\_all(<input vector>, <regex>)   * input vector: character vector, or vector coercible to character vector * output:   + for str\_locate: integer matrix   + for str\_locate\_all: list of integer matrices |

# Additional arguments to regex:

* when one uses a regex that is a string, the latter is automatically wrapped into a call to: regex()  
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* normally, we therefore do not have to state regex as such
* however, regex() functions comes with handy supplements:
  + ignore\_case = TRUE   
    🡪 no case-sensitivity anymore  
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  + multiline = TRUE  
    🡪 allows ^ and $ to match each of multiple lines

![](data:image/png;base64,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)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOQAAAA2CAIAAABYw6L+AAAAAXNSR0IArs4c6QAABMxJREFUeF7tW71u4kAQNvcIPAKCkxKlS0QBLTpB0lC5dYfRNQQpaU4uEc1FCuikiKRz64oGiCJaUkSki4jusPwIeQVu/AfGOMF/gMee7eLZ9c4338fuzEBSi8WCoUERwBCBbxicJB8pAmoESKykAzQRILGioYocJbGSBtBEgMSKhipylMRKGkATARIrGqrIURIraQBNBEisaKgiR0mspAE0ESCxoqGKHCWxkgbQRIDEioYqcpTEShpAEwESKxqqyNGU7fesr6+vBwzK6enpAXenrSMeAQexZjKZgzitKAqJ9SCRx7IppQFYmCI/6cfXpAE8EQh0svbK6XJPwQPWlafdYqrYlV1NRTIpNogCifVQZMmjLl9MpfjRoRwIeV/AUwQ86ijysfigGAyFjMhJrAqcmNbx6elZf/x4rO+3GpOB1uLg3/droeZNMbBQl4MxPj09G5PFpJH19vJAs2U+dy6xArRlFou5wEg5lwd7ZBHJIz7XmlVFE9ElIAoUIXPxF92AcTM9uPi4LYWyj4uXeOsGjPhUv7q4r7h4sXWKz2Ued/EyfcMj+FTNBPfIoofIjl7mU9zxPIQTwF8aADo2hv3U1S3lHjNuGsdzuTleT2uXFnVis6dEJekF1j85dXULHA8jNfvQ77bRelq7tBhXufukt3LvXphePgQw90CIPHrpfro/sZZuP9QxbeftO4FFfdov3zBXU21O9Z09ay4FCSmGaVGtdxfMz5/NsXt/dzgTVKPdxJ2CfROwqE+lYosR5toc9u08xy8FCReyaVGtYpXhOL8J9Yi/ZDrXXi8M57BEAtGoyz3UhFASK39i3SaZF6Z6d1vSstlM/a6df38y1Kr86R+ZFs1aqj9eMTcoWgrPDCveV7RsNtsQO4W3gaFW+bd0Ylo0a6UxEZiWj0pJU/1QDIXZbRyBfceI9CoB8vG552zN2fndiDVftdRdlgpMeXp/Ec/Wqrd0mhVf/kYlFfiK4QJrEZGlApMHb88PubXqDSh6eJ7NXejFMgWUykmCVfXe1nufvWNEUKrCJTRkJc5lybgNgQex9sphNFXzbS07WB/7q+Ls8YDmgo8T0P6WQkfLDtaHp+MEcl5uJogT/eQOMqKCyMCgXTMnl1wIUd7zN1iZH1Wmb6YEQRiJ0trsBctIZkrgxzFo9ag578TIMfy8Itw1gRGF687ybR5O1jA8yNSvjn6dlXurBoEyhq5uREosnwizDTg6oJe4ahCoXX6X31mol3/rWASlmrtDDe+3OvMJYGNZUERat8TI6CEU52FVWLa7azqdOhX5OhzjCpc4p6Bwknq1r2zOf+tNBG7ZRcjnuba2EB5Pp5t3qf2JQ63O1Ibb1zkV+ToK4wofOn7JoL96ZXP+W28i1JZdhEKh1nHj0/q7LUFFjUhLVDuFVTRqQ4ckyQVlG1PoJ4JhnUb0np1HYM9pwM7x0AYxjgCJNcbkxg0aiTVujMYYD4k1xuTGDRr9w2DcGI0xHrtYYwyVoGGPAKUB2BlMkP8k1gSRjR0qiRU7gwnyn8SaILKxQyWxYmcwQf6TWBNENnaoJFbsDCbIfxJrgsjGDpXEip3BBPlPYk0Q2dihklixM5gg/0msCSIbO1QSK3YGE+Q/iTVBZGOHSmLFzmCC/P8PQ7aSVL7ge5QAAAAASUVORK5CYII=)

![](data:image/png;base64,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)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOgAAAAsCAIAAADgsmONAAAAAXNSR0IArs4c6QAABBBJREFUeF7tWz1P4zAYTu4n9CdUcBLoNlAHulanFJZOXbM1FQtUguWUEXVCguokVG7L2qkLDUJdu6Cwgo5W+Qn8hZ4T0tKPNLGbOLFPjzdqx36fD5zXr1t1Op0qaGBANga+yRYw4gUDHgMwLnwgJQMwrpSyIWgYFx6QkgEYV0rZEDSMCw9IyQCMK6VsCBrGhQekZADGlVI2BA3jwgNSMgDjSikbgoZx4QEpGVDXv2Tz8vKSI5SDgwNOqwMXD2L56RUdbbhxi8UiD5Cxc7quy48IYlzgipWAaQBXvaIjQarApBQGi8IAjCuKEoiDiYGkxu1qBa3rMi0pxWDgElympMbNC97E7hhlVTXsvALgsi5BVSaovFY2OhMua+QxaaBWmrg2GNclO85i27irNh8/HpvZnuQmRNzyw/v3S7PBLILIuJSJsXvcq5ukzjOdjk2lt1um9q7IuCa2sXv1WrNmuM4JLmbh1h6IrioMW4WHk4+bSvJ16GZgO6XahtqvTe+rdHMrC1UFIXGtwemU1VczHp/ouFblmRiqvj8ene1Q6hY+bOtUgWgftNXd+LNH6yrDVrBta63hcho87/EGtrquQElyfriq9/Em3V7r/HBtH3PUk1sbt3Lz4TWnXVqdnvR4n/a1a+XC8cfU3uqHrbk5yWtt1uP13p0op6etIR947LMKg8s2zpXbS9rXSSxQUXDZHf1Pw0y43RK0Wxs3jqlnpXZ3U/Gz32Lzrl16ewqc6/7u7816/N5K8/FCuZalNJENLpLHXykDK7m+cTLN+/njIpkPaSSLH1NndxHRczNuqbZwZls4vblPb8/W4dLJr1CoW89/BUoXotTOABdxrd4zrftqsiyQ2rP+QP64zkbeoXNQ7+n0h87NGNiM29XSKNqW2n4GsdyyOwGGkCEQLtso66+mNUrFtQLhCljfqZ6NzB/nOnW9ZJN12YzL9k8cOrr4s6b0Z2lDCvOJMkUauEjhiGQI5ijbvTaawTRw8dAoc+OSjPdi79eh1v0qNLhDUjUW53i2Jc1JcXkJwtW+RVw7C4DUxwS4YEkBF7lNsSfBdQq5YjlO5XTml4WXmuM4YcWCTzqD13xPD5NX73mv/6++8L8/ixH6vBpRKult/0HyseOsx7P6yfj2aG3xxiD+OcFxDcKuU/4DXH5ie3s01+yoMRjHixU7Al9r3HKDZXqM7WKFaWpl8WKF8cnEw7niio4u+1QhMVuYAAxwrOOCXDDAkwHsuDzZxdzcGIBxuVGLiXkygB9L8mR3YW6uv6XLCEPYMvxwRYMKMW6OLGBpMEDJAFIFSqIwTCwGYFyx9EA0lAzAuJREYZhYDMC4YumBaCgZgHEpicIwsRiAccXSA9FQMgDjUhKFYWIxAOOKpQeioWTgHzTGysRC5wfqAAAAAElFTkSuQmCC)